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Abstract 
In this paper, we describe the requirements to test W3C XML 
Schema usage when defining message schemas for data 
exchange in any large and evolving enterprise integration 
project. We then decompose the XML Schema testing into four 
(4) aspects including the message schema conformance to the 
XML Schema specification grammar, the message schema 
conformance to the XML Schema specification semantics, the 
message schema conformance to design quality testing, and 
canonical semantics testing of the message schema. We 
describe these four testing aspects in some detail and point to 
other related efforts. We further focus to provide some technical 
details for the message schema design quality testing. As a 
future work, we describe the requirements for canonical 
semantics testing and potential solution approaches. Finally, we 
describe an implementation architecture for the message schema 
design quality testing. 
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1. Overview 
Large enterprise integration projects are typically evolving and 
distributed in nature as they involve tens or even hundreds of 
various applications that, in turn, may translate into thousands 
of application-to-application connections. 

These integration projects are evolving because it is impossible 
(1) to obtain sufficient resources to complete the project in one 
budget cycle, (2) to identify all the integration needs at the 
beginning of the project and (3) to complete the entire project in 
a short period from the management perspective. These projects 
are also distributed because (1) software applications are 
distributed geographically across the enterprise and (2) domain 
experts and implementation teams are distributed 
geographically also. 

Such evolving and distributed characteristics of any large 
integration project cause potential long-term interoperability 
problems within the project if it is not managed appropriately. 
The interoperability problems can delay the project completion 
and significantly increase the project costs [9]. Such project 
characteristics further necessitate that any large integration 
project should include a coordination authority responsible for 
ensuring consistency among integration subgroups. Such a 
coordination authority may need to keep oversight over 
integration architecture, integration technologies, workflow 
processes, and data exchange specifications (including 
information models). This paper focuses on the data exchange 

consistency, which often takes the most time and cost in 
integration project [8]. 

Traditionally, the data exchange consistency is achieved via 
long discussions and meetings among domain experts. However, 
participants within a coordination authority team may or may 
not be domain experts. In addition, the team typically does not 
have the necessary capability as well as capacity to oversee all 
the application areas. More importantly, the integration 
subprojects involve several heterogeneous domains. The 
domain experts in the coordination authority team lose their 
time when the team reviews subprojects that are irrelevant to 
their expertise. The traditional approach alone that resolves the 
inconsistency by gathering all experts results in significant 
waste; hence, innovative measures and tools are necessary to 
assist the coordination authority team. In this paper, we propose 
some tools to help reduce the time, cost, and loss, while 
maximizing consistency and interoperability during the 
integration project life cycle. 

2. Components in Data Exchange 
Specifications Consistency 

At present, W3C XML Schema is widely used for integration 
projects as a canonical representation for data exchange 
specifications. Therefore, our work is centered on the XML 
Schema usage to define message schemas for data exchange. 
The consistency of data exchange specifications may be 
effectively supported by implementing four types of testing of 
XML Schema usage in message schema definitions: 

• The message schema conformance to the XML 
Schema specification grammar; 

• The message schema conformance to the XML 
Schema specification semantics; 

• The message schema conformance to design quality 
testing; and 

• The canonical semantics testing of the message 
schema 

For brevity, we refer to these four categories as schema 
grammar, schema semantics, schema design quality, and content 
semantics conformance category. Each of the conformance 
categories may be viewed as a separate test suite and is 
described in subsequent subsections.  

Schema Grammar Conformance 
The schema grammar conformance means that the message 
schemas developed by any integration subgroup must conform 
to the World Wide Web Consortium (W3C) XML schema 



 

specification. The conformance of this type can be performed 
by executing an ‘XML validating parser’ against the published 
W3C XML Schema specification (http://www.w3.org/ 
2001/XMLSchema.xsd) such as Xerces (http://xml.apache.org/ 
xerces2-j/index.html) and MSXML (http://msdn.microsoft.com/ 
library/default.asp?url=/downloads/list/xmlgeneral.asp). 
Alternatively, the W3C online XML schema validator is also 
available at http://apps.gotdotnet.com/xmltools/xsdvalidator/. 
The National Institute of Standards and Technology (NIST) also 
offers a set of test suites for conformance testing of XML 
validating parsers to help select a parser of choice 
(http://xw2k.sdct.itl.nist.gov/brady/xml/generate.asp?tech=XM
L_Schema). 

An XML message schema conforming to the schema grammar 
only ensures that the data structure definitions defined in the 
schema are computer interpretable. In effect, the message 
schema can be used to validate an XML instance document (an 
actual message) whether its content conforms to the intended 
data structures. However, this conformance type does not ensure 
that the data structure definitions are logically consistent and 
unambiguous. 

Schema Semantics Conformance 
The schema semantics conformance means that the candidate 
XML schema defines a semantically valid model with respect to 

the standard W3C XML Schema semantics. In other words, we 
must ensure that the candidate XML schema does not define a 
conflicting relationship (see Figure 1) or an ambiguous 
information model (see Figure 2). For this conformance 
category, the IBM Schema Quality Checker 
(http://www.alphaworks.ibm.com/tech/xmlsqc) offers the 
testing functionality. 

Figure 1 shows a conflicting relationship between SSN and 
EmployeeId. First, the SSN type is defined as a 9-digit 
numerical string. The EmployeeId is the employee’s SSN 
appended with a four-digit suffix. This is a grammatically valid 
XML schema, but one cannot create any valid EmployeeId 
element. This is because a string cannot be valid for both 
restrictions. The semantics associated with the restrictions on 
different facets are treated as conjunction. Consequently, the 
EmployeeId must be valid for both facets. 

Figure 2 shows an ambiguous information model. The SSN type 
is defined the same way as in Figure 1. For the same reason as 
above, the schema designer defines the EmployeeId type 
based on the SSN type. However, she uses a pattern facet to 
restrict its value to be a 13 digits numerical string. This schema 
is also grammatically valid; however, the result is that both 9 
and 13 digits numerical strings are valid EmployeeId’s. That 
is because these same facets are interpreted as alternatives 
(disjunction).

 
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema" elementFormDefault="qualified" 
attributeFormDefault="unqualified"> 
 <xs:simpleType name="EmployeeId"> 
  <xs:restriction base="SSN"> 
   <xs:length value="13"/> 
  </xs:restriction> 
 </xs:simpleType> 
 <xs:simpleType name="SSN"> 
  <xs:restriction base="xs:string"> 
   <xs:pattern value="[0-9]{9}"/> 
  </xs:restriction> 
 </xs:simpleType> 
 <xs:element name="EmployeeId" type="EmployeeId"/> 
</xs:schema> 

Figure 1: A Conflicting Schema Example. 

 
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema" elementFormDefault="qualified" 
attributeFormDefault="unqualified"> 
 <xs:simpleType name="EmployeeId"> 
  <xs:restriction base="SSN"> 
   <xs:pattern value="[0-9]{13}"/> 
  </xs:restriction> 
 </xs:simpleType> 
 <xs:simpleType name="SSN"> 
  <xs:restriction base="xs:string"> 
   <xs:pattern value="[0-9]{9}"/> 
  </xs:restriction> 
 </xs:simpleType> 
 <xs:element name="EmployeeId" type="EmployeeId"/> 
</xs:schema> 

Figure 2: An Ambiguous Schema Example. 



 

Schema Design Quality 
The schema design quality conformance means that the 
designed schema complies with some sets of best practices and 
organizational specific requirements. The best practice rules 
may be drawn from experienced system integrators and/or XML 
architects. Tests within this category seek to enhance the 
usability/re-usability and interoperability support of the schema 
such as the schema’s ability to capture and enforce desired 
semantics, extensibility, ease of maintenance, and 
implementation and processing efficiency. 

A tool to test for conformance to such requirements must 
capture design rules and expertise in an executable knowledge 
base. Some design rules are generic, others are organizational 
specific or architecturally dependent. We have developed a 
framework that allows such knowledge to be identified, 
collected, and used for analysis of schema design quality. We 
describe this framework in Section 3. 

Content Semantics Conformance 
The content semantics conformance means that a canonical 
semantic model of data exchange specifications is maintained 
and used across the enterprise. Tools to verify this conformance 
must deal with an evolving semantic model. They must be able 
to identify semantic overlaps and duplicates between a newly 
created message schema and the base set of message schemas 
(served as the canonical semantic model). When an overlap or a 
duplicate is identified, the tools must compute a similarity 
measure and suggest a strategy for reconciliation. Once the new 
schema is verified, it can be included as part of the base 
schemas. As the number of schemas grows, the time and effort 
requiring the coordination authority team to ensure the 
canonical semantic model grow. Such tools would make this 
recursive task more efficient. 

Creating tools for this conformance category is a difficult 
problem but research results have shown promising approaches. 
Stuckenschmidt and Visser ([15] described three possible 
similarity measures of various complexity and robustness 
including one based on the Rough set theory [12], another using 
the Bayesian theorem [2], and the other based on the Fuzzy set 
theory [19]. Peng et al. [13] also detailed a Bayesian approach 
to measure the semantic similarity. Ambite and Knoblock [1] 
introduced an approach to reconcile schemas to accommodate 
discrepancies between a document instance and its schema. 

These approaches should not be viewed as competing but as 
complementary at this early stage of content semantics testing 
development. While traditional applications of these approaches 
are in the search algorithms and database integration areas, our 
research objective is to bring these approaches together and 
fine-tune them to yield maximum benefits to the large and 
evolving enterprise integration project. 

3. Schema Design Quality Testing 
Approach 

The knowledge about the schema design quality is typically 
obtained from an XML designer expert knowledge or from 
organizational conventions (some of which may be adopted 
from standard conventions). The list below describes some 
design quality knowledge collected within our initial research 
project.  

• Test for non-determinism [11]. This includes data 
structures that fall into “type by attribute” category, 
meaning that type is hidden in the attribute. As an example, 
consider defining a Party element with a type or 
qualifier attribute. Doing so unnecessarily limits the 
extensibility of the expression because types are hidden. 
Separate types should be defined with relationships – in 
this case, we should define ShipToParty and 
ShipFromParty as subtypes of Party. Then, one can 
associate any unique property to the two subtypes. In 
addition, in any place where only the ShipToParty type 
is appropriate, it can be explicitly indicated in the model 
and validated by a parser. This cannot be done with XML 
Schema when the type is hidden in the attribute. 

• Test for correct use of the upper camel case for long tag 
names. Upper camel case tags should be parsed to spell-
check each sub-string to make sure it is a valid word or 
abbreviation. An all upper case substring may be 
recognized as a specific acronym and ignored, or checked 
against a list of allowable acronyms. Long tag names have 
become a convention because of increased computing 
power. The upper camel case convention is also adopted as 
a standard for such purpose (ISO 11179 [5] provides a 
guideline for the upper camel case convention). This test 
ensures common usage of the upper camel case across an 
organization and facilitates content-semantics testing as 
well. 

• Test for extensibility and reusability of the schema. This 
test can be done by, for example, praising the use of global 
types and warning against the use of anonymous types 
whose content model is locally defined within an element. 
Globally defined types allow reuse while the anonymous 
types do not. In addition, anonymous types make it harder 
to identify similarity. 

• Test for the use of weak typing [11]. Contents within 
complex structured elements that are typed as an XML 
Schema primitive Data Type are regarded as weak typing. 
Weak typing provides little value and semantics to 
validation and application processing. In addition, it 
decreases the schema extensibility and lowers the 
efficiency of content semantics testing.  

• Test for compliance with other design principles. 
Although the XML schema standard provides a large 
number of features to specify information structure and 
semantics, some features are not appropriate for integration 
projects. In addition, some of them must be used with 
caution. Two of these concerns are described below. 

• Ease of maintenance. For example, the derivation 
based on restriction is not recommended because it is 
prone to the kinds of inconsistency shown in Figure 1 
and Figure 2. Furthermore, the restriction of complex 
types has to restate all the contents of the base type 
(so called feature regression); hence, changes in the 
base type require update to all derived types. 

• Schema clarity. The schema clarity makes the schema 
easier to understand and implement. For example, use 
of default namespace for an imported schema is not 
recommended and all elements and types should have 
associated namespaces. One consequence of this is 
that a schema should not be defined with 'no target 
namespace'. 



 

• Test the schema for its ability to facilitate the use of an 
existing standard in the instance. This test may be done 
through cross-referencing concepts that refer to existing 
content standards. Such concepts should be structured so 
that their attributes allow specification of meta-data 
(pointing to associated standards) and/or they should be 
typed based on enumerations. 

• Test for organizational specific requirements. Some of 
the issues that may be tested in this sub-category include 
specific target namespaces, namespace abbreviations, and 
consistent use of qualified or non-qualified elements and 
attribute forms. 

These are small examples of design principles that may be 
encoded as executable test rules within the schema design 
quality conformance category. In an on-going project, we 
research and document extensively best practices from a 
number of XML design guidance documents such as the Air 
Force Global Combat and Support System XML Guideline 
document [4], ASC X12 Reference Model for XML Design [16], 
Korean Institute for Electronic Commerce XML Guideline [7], 
and more. This knowledge must be captured in a computer 
interpretable format so that it can be used by the coordination 
authority team. Sometimes the knowledge can be encoded as a 
set of rules; other times it requires sophisticated routines to 
capture heuristics and to connect to other knowledge sources. 
Finally, since knowledge can evolve, each test should be a 
completely self-contained executable module. 

4. Implementation of Schema Design 
Quality Testing 

The schema design quality module will be built within the B2B 
Testbed context [10], which is designed to be a neutral and 
persistent environment that provides reusability, accumulation 
of organizational knowledge and lessons learned, coordination, 
and cost sharing among industrial participants. Since some test 
cases can be organizational specific, the test tool will be 
designed as a knowledge repository. Each user can create a 
profile and add test cases incrementally to the profile. The tool 
will be a web-based client/server application where execution 
occurs on the server side; hence, technologies used to encode 
and execute the knowledge will be transparent to the user. 
However, in order to keep the knowledge open, the knowledge 
representation will be declarative. For that reason, simple 
knowledge will be encoded using W3C XPATH/XSLT 
expression [17] [18] using the Schematron schema [14] and the 
complex knowledge will be encoded using rule-based languages 
such as the Java-based Expert System Shell script [6]. The 
expert system shell script, which runs as a server side 
application, allows the server to connect to multiple knowledge 
sources. In the long term, our goal is for the users to be able to 
submit additional knowledge and conformance rules. Figure 3 
shows the implementation architecture. 
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Figure 3: An Implementation Architecture for Schema Design Quality Testing. 

<pattern name="Use of anonymous type."> 
 <rule context="xs:element"> 
  <report test="xs:complexType">Use of anonymous type is not recommended for extensibility reason. It is 
recommended that global type be defined and the element is declared based on that global type. 
  </report> 
  <report test="xs:simpleType">Use of anonymous type is not recommended for extensibility reason. It is 
recommended that global type be defined and the element is declared based on that global type. 
  </report> 
 </rule> 
</pattern> 

Figure 4: A Schematron Snippet Detecting the Use of Anonymous Type. 



 

As an example, we show a snippet of Schematron code 
capturing the rule for detecting the use of anonymous type in 
Figure 4. The snippet looks for a pattern, in which the 
xs:complexType or xs:simpleType appears as a child 
of the xs:element, an XML schema. If such pattern is found, 
it prints out the corresponding warning messages to the user. 
Snippets like this is declarative and a self-contained knowledge 
module. It can be stored and executed independently in the 
knowledge base. 

5. Conclusion 
The paper presented a framework for managing an evolving 
integration project, which utilizes XML as an integration 
medium. As the project evolves so do the message schemas 
used for enterprise integration and using this proposed 
framework to help carefully manage the evolution of schemas 
allows software components built on those schemas to be 
reusable. This eliminates the need for and cost of point-to-point 
integrations. In addition, the framework helps ensure that 
integration subprojects adhere to the same structure and 
representation when they overlap in functionalities and 
semantics. These enhancements provided by the proposed 
framework collectively may significantly promote 
interoperability among applications. Moreover, the framework 
is not only applicable to the integration projects within an 
enterprise, but also to the integration projects within a supply 
chain where data exchange specifications also evolve. Likewise, 
international standards such as the ebXML Core Components 
[3], which envision growing repository of semantics, could use 
this framework to maintain a canonical and interoperable 
semantic model.  

6. Disclaimer 
Certain commercial software products are identified in this 
paper. These products were used only for demonstrations 
purposes. This use does not imply approval or endorsement by 
NIST, nor does it imply that these products are necessarily the 
best available for the purpose. 
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